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Abstract
This paper proposes model-driven techniques to extend
IBM’s SOMA method towards migrating legacy systems
into Service Oriented Architectures (SOA). The proposal
explores how graph-based querying and transformation
techniques enable the integration of legacy assets into the
new architecture.

1 Motivation
Today, “SOA” is a buzzword often used by IT marketing.
SOA is viewed as business-driven IT architecture and pro-
vides a software development and deployment paradigm
promising faster development by heavily enabling reuse
possibilities and the agility to adapt to changes. According
to a recent poll [7], 84% of the interviewed businesses are
actually using SOA or have planned to do so.

But until today, there is no broad consensus about how
to design and implement a SOA and many IT businesses
have been developing their own methods. One of the well
known ones is “SOMA” (Service-Oriented Modeling and
Architecture) developed at IBM [1]. SOMA intends to
identify, design, implement and deploy services and leans
to model-driven development, as there is an IBM internal
tool supporting the method based on IBM Rational Soft-
ware Architect (RSA). SOMA is strongly focused on ex-
tensibility and relies on dedicated methods for legacy soft-
ware analysis and transformations.

This paper, focuses on a MDD based extension for a
complementary method of software migration, while re-
taining the conceptual framework of SOMA for service
quality. The reminder presents an extension of the SOMA
method in order to facilitate identification of service can-
didates from legacy systems and transforming them to ser-
vices in the new SOA infrastructure. Software migra-
tion by transformation has been proven to be an effective
method to handle legacy systems [9].

2 The SOMA Method
The SOMA method is divided into the seven phases [1]
described in the following paragraphs:

1. Business Modeling analyzes the state of a company at
the beginning of a project. During this phase, business
processes are identified.

2. Solution Management adapts the SOMA method to the
actual project needs.

3. Service Identification uses three complementary meth-
ods to identify service candidates. Domain Decompo-
sition is a top-down technique analyzing business pro-
cesses. Goal-Service Modeling explores business goals
to identify service candidates. Finally, Existing Asset
Analysis is a bottom-up technique examining legacy
systems coarse-grained. During this analysis, the func-

tionality of the legacy system is explored on a high level
instead of analyzing the implementation of this func-
tionality. The objective of Existing Asset Analysis is
to identify functionality that is needed as service. It is
explored what a system does instead of how it is done.
Activities on how to analyze legacy code are not pro-
vided by SOMA and must be contributed by an addi-
tional method.

4. Service Specification designs services and service
components, along with their non functional require-
ments that are implemented in the SOA. The service
specification (interface description of the service) is
created and messages and message flows are designed.

5. Service Realization defines how services will be real-
ized by service components. In SOMA, service com-
ponents can be implemented from scratch, existing ser-
vices can be used, or legacy code can be transformed or
wrapped to implement a service. In this phase, the de-
cisions on how a service will be implemented are met.
The goal of this phase is to identify how functional-
ity can be implemented or how existing functionality
can be extracted and migrated into a service compo-
nent. SOMA itself does not provide source code analy-
sis techniques and their application for supporting ser-
vice realization decisions. Such techniques must be
complemented to SOMA.

6. During Service Implementation, the service compo-
nents implementing the required services are realized.
New code is written, legacy functionality is trans-
formed or wrapped, and services are orchestrated. Ac-
tivities to reuse legacy implementations e.g. by trans-
formations or wrapping are not described in SOMA and
must be added.

7. Service Deployment deals with bringing the system
into use.

Concluding, SOMA does not prescribe all aspects of
SOA development. But, it is designed to allow the in-
clusion of additional methods and techniques. The next
section describes how to extend SOMA for software mi-
gration.

3 Model-driven Software Migration Tech-
niques Leveraging SOMA

During software migration towards SOA, many different
artifacts are analyzed or created. To get an consolidated
view on these artifacts and enable integrated analysis,
well-defined meta-models to precisely define the required
artifacts and their interdependencies have to be defined
[11]. The following paragraphs describe our extensions
to three central SOMA phases founding on such a meta-
model. As example the open-source Java tool GanttPro-
ject [4] was chosen which consists of about 1200 classes.



GanttProject manages tasks and resources and displays the
project schedule as Gantt chart.

During Service Identification legacy systems are ana-
lyzed in a coarse-grained manner to identify functionality
needed for service. Here we propose to analyze legacy
business process models and source code by evaluating
queries on models. Applying these techniques to the ex-
ample one service candidate was identified: GanttProject’s
resource managing capabilities could be the starting point
for a ResourceManagement service and provides opera-
tions for adding, editing, and deleting resources.

After specifying the service in more detail, legacy func-
tionality which can be implemented as service is explored
during Service Realization. In our example, the existing
class HumanResourceManager (HRM in short) has been
identified to be able to implement the ResourceManage-
ment service. This class will later be transformed into a
service component implementing the service. To get ex-
ecutable code after migrating this class, all other classes
HRM depends on have to be migrated as well. Again,
we propose a model-driven approach to explore these de-
pendencies. The legacy source code is transformed into a
model conforming to a call viewpoint and needed informa-
tions are extracted by evaluating queries on the model.

Java code is transformed into a TGraph [2] conform-
ing to a Java 6 meta-model. GReQL (Graph Repository
Query Language [6]) is used as query language. It is a
declarative language featuring regular path expressions to
describe relations between vertices. The GReQL query
in Listing 1 retrieves all interfaces and classes which are
used by the HRM either by method calls (methods of HRM
call methods of other classes), types of fields, local vari-
ables and method parameters, and type hierarchy depen-
dencies (HRM derives from another class or implements
interfaces).

Finally, during Service Implementation legacy function-
ality identified during Service Realization has to be mi-
grated into a service component. In our approach, we use
model transformations to migrate legacy code into service
components. The transformation language GReTL (Graph
Repository Transformation Language [8]) uses GReQL
queries (like in Listing 1) to capture the elements which
are transformed. The transformation rule itself is opera-
tionally specified which is aligned to our meta-meta-model
and slightly comparable to QVT Operational Mappings
[10].

4 Conclusion
Summarizing, SOMA is a powerful method to develop
SOAs. It can easily be extended by graph-based re-
verse engineering and transformation techniques to enable
model-driven software migration. In the SOAMIG project,
these methods and extensions will be used to realize real-
world migrations into a SOA [11].
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